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IntroductionWho Should Read This Book?Late one Friday afternoon
your boss comes into your undersized cubicle and drops a new
project on your desk. This project looks just like the others you
have been working on except it includes ties to several databases.
Recently your company decided to move away from homegrown,
flat-file data and is now using a relational database. You have
seen terms like SQL, tables, records, queries, and RDBMS, but you
don't remember


	
exactly what they all mean. You notice the due date on the
program is three, no, make that two, weeks away. (Apparently it had
been on your boss's desk for a week!) As you begin looking for
definitions and sample code to put those definitions into context,
you discover this book.

This book is for people who want to learn the fundamentals of
Structured Query Language (SQL)--quickly. Through the use of
countless examples, this book depicts all the major components of
SQL as well as options that are available with various database
implementations. You should be able to apply what you learn here to
relational databases in a business setting.

OverviewThe first 14 days of this book show you how to use SQL
to incorporate the power of modern relational databases into your
code. By the end of Week 1, you will be able to use basic SQL
commands to retrieve selected data.

NOTE: If you are familiar with the basics and history of SQL, we
suggest you skim the first week's chapters and begin in earnest
with Day 8, "Manipulating Data."

At the end of Week 2, you will be able to use the more advanced
features of SQL, such as stored procedures and triggers, to make
your programs more powerful. Week 3 teaches you how to streamline
SQL code; use the data dictionary; use SQL to generate more SQL
code; work with PL/SQL, Transact-SQL, and SQL*Plus; and handle
common SQL mistakes and errors.

The syntax of SQL is explained and then brought to life in
examples using Personal Oracle7, Microsoft Query, and other
database tools. You don't need access to any of these products to
use this book--it can stand alone as an SQL syntax reference.
However, using one of these platforms and walking though the
examples will help you understand the nuances.

Conventions Used in This BookThis book uses the following
typeface conventions:

l Menu names are separated from menu options by a vertical bar
(|). For example, File | Open means "select the Open option from
the File menu."

l New terms appear in italic.


	
l All code in the listings that you type in (input) appears in
boldface monospace. Output appears in standard monospace.

l The input label and output label also identify the nature of
the code.

l Many code-related terms within the text also appear in
monospace.

l Paragraphs that begin with the analysis label explain the
preceding code sample.

l The syntax label identifies syntax statements.

The following special design features enhance the text:

NOTE: Notes explain interesting or important points that can
help you understand SQL concepts and techniques.

TIP: Tips are little pieces of information to begin to help you
in real-world situations. Tips often offer shortcuts or information
to make a task easier or faster.

WARNING: Warnings provide information about detrimental
performance issues or dangerous errors. Pay careful attention to
Warnings.

Copyright, Macmillan Computer Publishing. All rights
reserved.
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Week 1 At A GlanceLet's Get StartedWeek 1 introduces SQL from a
historical and theoretical perspective. The first statement you
learn about is the SELECT statement, which enables you to retrieve
data from the database based on various user-specified options.
Also during Week 1 you study SQL functions, query joins, and SQL
subqueries (a query within a query). Many examples help you
understand these important topics. These examples use Oracle7,
Sybase SQL Server, Microsoft Access, and Microsoft Query and
highlight some of the similarities and differences among the
products. The content of the examples should be useful and
interesting to a broad group of readers.

Copyright, Macmillan Computer Publishing. All rights
reserved.
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- Day 1 - Introduction to SQL

A Brief History of SQLThe history of SQL begins in an IBM
laboratory in San Jose, California, where SQL was developed in the
late 1970s. The initials stand for Structured Query Language, and
the language itself is often referred to as "sequel." It was
originally developed for IBM's DB2 product (a relational database
management system, or RDBMS, that can still be bought today for
various platforms and environments). In fact, SQL makes an RDBMS
possible. SQL is a nonprocedural language, in contrast to the
procedural or third-generation languages (3GLs) such as COBOL and C
that had been created up to that time.

NOTE: Nonprocedural means what rather than how. For example, SQL
describes what data to retrieve, delete, or insert, rather than how
to perform the operation.

The characteristic that differentiates a DBMS from an RDBMS is
that the RDBMS provides a set-oriented database language. For most
RDBMSs, this set-oriented database language is SQL. Set oriented
means that SQL processes sets of data in groups.

Two standards organizations, the American National Standards
Institute (ANSI) and the International Standards Organization
(ISO), currently promote SQL standards to industry. The ANSI-92
standard is the standard for the SQL used throughout this book.
Although these standard-making bodies prepare standards for
database system designers


	
to follow, all database products differ from the ANSI standard
to some degree. In addition, most systems provide some proprietary
extensions to SQL that extend the language into a true procedural
language. We have used various RDBMSs to prepare the examples in
this book to give you an idea of what to expect from the common
database systems. (We discuss procedural SQL--known as PL/SQL--on
Day 18, "PL/SQL: An Introduction," and Transact-SQL on Day 19,
"Transact-SQL: An Introduction.")

A Brief History of DatabasesA little background on the evolution
of databases and database theory will help you understand the
workings of SQL. Database systems store information in every
conceivable business environment. From large tracking databases
such as airline reservation systems to a child's baseball card
collection, database systems store and distribute the data that we
depend on. Until the last few years, large database systems could
be run only on large mainframe computers. These machines have
traditionally been expensive to design, purchase, and maintain.
However, today's generation of powerful, inexpensive workstation
computers enables programmers to design software that maintains and
distributes data quickly and inexpensively.

Dr. Codd's 12 Rules for a Relational Database Model

The most popular data storage model is the relational database,
which grew from the seminal paper "A Relational Model of Data for
Large Shared Data Banks," written by Dr. E. F. Codd in 1970. SQL
evolved to service the concepts of the relational database model.
Dr. Codd defined 13 rules, oddly enough referred to as Codd's 12
Rules, for the relational model:

0. A relational DBMS must be able to manage databases entirely
through its relational capabilities.

1. Information rule-- All information in a relational database
(including table and column names) is represented explicitly as
values in tables.

2. Guaranteed access--Every value in a relational database is
guaranteed to be accessible by using a combination of the table
name, primary key value, and column name.

3. Systematic null value support--The DBMS provides systematic
support for the treatment of null values (unknown or inapplicable
data), distinct from default values, and independent of any
domain.

4. Active, online relational catalog--The description of the
database and its contents is represented at the logical level as
tables and can therefore be queried using the database
language.


	
5. Comprehensive data sublanguage--At least one supported
language must have a well-defined syntax and be comprehensive. It
must support data definition, manipulation, integrity rules,
authorization, and transactions.

6. View updating rule--All views that are theoretically
updatable can be updated through the system.

7. Set-level insertion, update, and deletion--The DBMS supports
not only set-level retrievals but also set-level inserts, updates,
and deletes.

8. Physical data independence--Application programs and ad hoc
programs are logically unaffected when physical access methods or
storage structures are altered.

9. Logical data independence--Application programs and ad hoc
programs are logically unaffected, to the extent possible, when
changes are made to the table structures.

10. Integrity independence--The database language must be
capable of defining integrity rules. They must be stored in the
online catalog, and they cannot be bypassed.

11. Distribution independence--Application programs and ad hoc
requests are logically unaffected when data is first distributed or
when it is redistributed.

12. Nonsubversion--It must not be possible to bypass the
integrity rules defined through the database language by using
lower-level languages.

Most databases have had a "parent/child" relationship; that is,
a parent node would contain file pointers to its children. (See
Figure 1.1.)

Figure 1.1.Codd's relational database management system.

This method has several advantages and many disadvantages. In
its favor is the fact that the physical structure of data on a disk
becomes unimportant. The programmer simply stores pointers to the
next location, so data can be accessed in this manner. Also, data
can be added and deleted easily. However, different groups of
information could not be easily joined to form new information. The
format of the data on the disk could not be arbitrarily changed
after the database was created. Doing so would require the creation
of a new database structure.

Codd's idea for an RDBMS uses the mathematical concepts of
relational algebra to break down data into sets and related common
subsets.

Because information can naturally be grouped into distinct sets,
Dr. Codd organized his


	
database system around this concept. Under the relational model,
data is separated into sets that resemble a table structure. This
table structure consists of individual data elements called columns
or fields. A single set of a group of fields is known as a record
or row. For instance, to create a relational database consisting of
employee data, you might start with a table called EMPLOYEE that
contains the following pieces of information: Name, Age, and
Occupation. These three pieces of data make up the fields in the
EMPLOYEE table, shown in Table 1.1.

Table 1.1. The EMPLOYEE table.

Name Age Occupation

Will Williams 25 Electrical engineer

Dave Davidson 34 Museum curator

Jan Janis 42 Chef

Bill Jackson 19 Student

Don DeMarco 32 Game programmer

Becky Boudreaux 25 Model

The six rows are the records in the EMPLOYEE table. To retrieve
a specific record from this table, for example, Dave Davidson, a
user would instruct the database management system to retrieve the
records where the NAME field was equal to Dave Davidson. If the
DBMS had been instructed to retrieve all the fields in the record,
the employee's name, age, and occupation would be returned to the
user. SQL is the language that tells the database to retrieve this
data. A sample SQL statement that makes this query is

SELECT *FROM EMPLOYEE

Remember that the exact syntax is not important at this point.
We cover this topic in much greater detail beginning tomorrow.

Because the various data items can be grouped according to
obvious relationships (such as the relationship of Employee Name to
Employee Age), the relational database model gives the database
designer a great deal of flexibility to describe the relationships
between the data elements. Through the mathematical concepts of
join and union, relational databases can quickly retrieve pieces of
data from different sets (tables) and return them to the user or
program as one "joined" collection of data. (See Figure 1.2.) The
join feature enables the designer to store sets of information in
separate tables to reduce repetition.

Figure 1.2.The join feature.


	
Figure 1.3 shows a union. The union would return only data
common to both sources.

Figure 1.3.The union feature.

Here's a simple example that shows how data can be logically
divided between two tables. Table 1.2 is called RESPONSIBILITIES
and contains two fields: NAME and DUTIES.

Table 1.2. The RESPONSIBILITIES table.

Name Duties

Becky Boudreaux Smile

Becky Boudreaux Walk

Bill Jackson Study

Bill Jackson Interview for jobs

It would be improper to duplicate the employee's AGE and
OCCUPATION fields for each record. Over time, unnecessary
duplication of data would waste a great deal of hard disk space and
increase access time for the RDBMS. However, if NAME and DUTIES
were stored in a separate table named RESPONSIBILITIES, the user
could join the RESPONSIBILITIES and EMPLOYEE tables on the NAME
field. Instructing the RDBMS to retrieve all fields from the
RESPONSIBILITIES and EMPLOYEE tables where the NAME field equals
Becky Boudreaux would return Table 1.3.

Table 1.3. Return values from retrieval where NAME equals Becky
Boudreaux.

Name Age Occupation Duties

Becky Boudreaux 25 Model Smile

Becky Boudreaux 25 Model Walk

More detailed examples of joins begin on Day 6, "Joining
Tables."

Designing the Database StructureThe most important decision for
a database designer, after the hardware platform and the RDBMS have
been chosen, is the structure of the tables. Decisions made at this
stage of the design can affect performance and programming later
during the development process. The process of separating data into
distinct, unique sets is called normalization.


	
Today's Database Landscape

Computing technology has made a permanent change in the ways
businesses work around the world. Information that was at one time
stored in warehouses full of filing cabinets can now be accessed
instantaneously at the click of a mouse button. Orders placed by
customers in foreign countries can now be instantly processed on
the floor of a manufacturing facility. Although 20 years ago much
of this information had been transported onto corporate mainframe
databases, offices still operated in a batch-processing
environment. If a query needed to be performed, someone notified
the management information systems (MIS) department; the requested
data was delivered as soon as possible (though often not soon
enough).

In addition to the development of the relational database model,
two technologies led to the rapid growth of what are now called
client/server database systems. The first important technology was
the personal computer. Inexpensive, easy-to-use applications such
as Lotus 1-2-3 and Word Perfect enabled employees (and home
computer users) to create documents and manage data quickly and
accurately. Users became accustomed to continually upgrading
systems because the rate of change was so rapid, even as the price
of the more advanced systems continued to fall.

The second important technology was the local area network (LAN)
and its integration into offices across the world. Although users
were accustomed to terminal connections to a corporate mainframe,
now word processing files could be stored locally within an office
and accessed from any computer attached to the network. After the
Apple Macintosh introduced a friendly graphical user interface,
computers were not only inexpensive and powerful but also easy to
use. In addition, they could be accessed from remote sites, and
large amounts of data could be off-loaded to departmental data
servers.

During this time of rapid change and advancement, a new type of
system appeared. Called client/server development because
processing is split between client computers and a database server,
this new breed of application was a radical change from
mainframe-based application programming. Among the many advantages
of this type of architecture are

l Reduced maintenance costs

l Reduced network load (processing occurs on database server or
client computer)

l Multiple operating systems that can interoperate as long as
they share a common network protocol

l Improved data integrity owing to centralized data location

In Implementing Client/Server Computing, Bernard H. Boar defines
client/server computing as follows:


	
Client/server computing is a processing model in which a single
application is partitioned between multiple processors (front-end
and back-end) and the processors cooperate (transparent to the end
user) to complete the processing as a single unified task.
Implementing Client/Server Computing A client/server bond product
ties the processors together to provide a single system image
(illusion). Shareable resources are positioned as requestor clients
that access authorized services. The architecture is endlessly
recursive; in turn, servers can become clients and request services
of other servers on the network, and so on and so on.

This type of application development requires an entirely new
set of programming skills. User interface programming is now
written for graphical user interfaces, whether it be MS Windows,
IBM OS/2, Apple Macintosh, or the UNIX X-Window system. Using SQL
and a network connection, the application can interface to a
database residing on a remote server. The increased power of
personal computer hardware enables critical database information to
be stored on a relatively inexpensive standalone server. In
addition, this server can be replaced later with little or no
change to the client applications.

A Cross-Product LanguageYou can apply the basic concepts
introduced in this book in many environments--for example,
Microsoft Access running on a single-user Windows application or
SQL Server running with 100 user connections. One of SQL's greatest
benefits is that it is truly a cross-platform language and a
cross-product language. Because it is also what programmers refer
to as a high-level or fourth-generation language (4GL), a large
amount of work can be donehigher-level language 4GL
(fourth-generation) language fourth-generation (4GL) language in
fewer lines of code.

Early Implementations

Oracle Corporation released the first commercial RDBMS that used
SQL. Although the original versions were developed for VAX/VMS
systems, Oracle was one of the first vendors to release a DOS
version of its RDBMS. (Oracle is now available on more than 70
platforms.) In the mid-1980s Sybase released its RDBMS, SQL Server.
With client libraries for database access, support for stored
procedures (discussed on Day 14, "Dynamic Uses of SQL"), and
interoperability with various networks, SQL Server became a
successful product, particularly in client/server environments. One
of the strongest points for both of theseSQL Server powerful
database systems is their scalability across platforms. C language
code (combined with SQL) written for Oracle on a PC is virtually
identical to its counterpart written for an Oracle database running
on a VAX system.

SQL and Client/Server Application Development

The common thread that runs throughout client/server application
development is the


	
use client/server computing of SQL and relational databases.
Also, using this database technology in a single-user business
application positions the application for future growth.

An Overview of SQLSQL is the de facto standard language used to
manipulate and retrieve data from these relational databases. SQL
enables a programmer or database administrator to do the
following:

l Modify a database's structure

l Change system security settings

l Add user permissions on databases or tables

l Query a database for information

l Update the contents of a database

NOTE: The term SQL can be confusing. The S, for Structured, and
the L, for Language, are straightforward enough, but the Q is a
little misleading. Q, of course, stands for "Query," which--if
taken literally--would restrict you to asking the database
questions. But SQL does much more than ask questions. With SQL you
can also create tables, add data, delete data, splice data
together, trigger actions based on changes to the database, and
store your queries within your program or database.

Unfortunately, there is no good substitute for Query. Obviously,
Structured Add Modify Delete Join Store Trigger and Query Language
(SAMDJSTQL) is a bit cumbersome. In the interest of harmony, we
will stay with SQL. However, you now know that its function is
bigger than its name.

The most commonly used statement in SQL is the SELECT statement
(see Day 2, "Introduction to the Query: The SELECT Statement"),
which retrieves data from the database and returns the data to the
user. The EMPLOYEE table example illustrates a typical example of a
SELECT statement situation. In addition to the SELECT statement,
SQL provides statements for creating new databases, tables, fields,
and indexes, as well as statements for inserting and deleting
records. ANSI SQL also recommends a core group of data manipulation
functions. As you will find out, many database systems also have
tools for ensuring data integrity and enforcing security (see Day
11, "Controlling Transactions") that enable programmers to stop the
execution of a group of commands if


	
a certain condition occurs.

Popular SQL ImplementationsThis section introduces some of the
more popular implementations of SQL, each of which has its own
strengths and weaknesses. Where some implementations of SQL have
been developed for PC use and easy user interactivity, others have
been developed to accommodate very large databases (VLDB). This
sections introduces selected key features of some
implementations.

NOTE: In addition to serving as an SQL reference, this book also
contains many practical software development examples. SQL is
useful only when it solves your real-world problems, which occur
inside your code.

Microsoft Access

We use Microsoft Access, a PC-based DBMS, to illustrate some of
the examples in this text. Access is very easy to use. You can use
GUI tools or manually enter your SQL statements.

Personal Oracle7

We use Personal Oracle7, which represents the larger corporate
database world, to demonstrate command-line SQL and database
management techniques. (These techniques are important because the
days of the standalone machine are drawing to an end, as are the
days when knowing one database or one operating system was enough.)
In command-line Rl, simple stand+[cedilla]one SQL statements are
entered into Oracle's SQL*Plus tool. This tool then returns data to
the screen for the user to see, or it performs the appropriate
action on the database.

Most examples are directed toward the beginning programmer or
first-time user of SQL. We begin with the simplest of SQL
statements and advance to the topics of transaction management and
stored procedure programming. The Oracle RDBMS is distributed with
a full complement of development tools. It includes a C++ and
Visual Basic language library (Oracle Objects for OLE) that can
link an application to a Personal Oracle database. It also comes
with graphical tools for database, user, and object administration,
as well as the SQL*Loader utility, which is used to import and
export data to and from Oracle.

NOTE: Personal Oracle7 is a scaled-down version of the
full-blown Oracle7 server product. Personal Oracle7 allows only
single-user


	
connections (as the name implies). However, the SQL syntax used
on this product is identical to that used on the larger, more
expensive versions of Oracle. In addition, the tools used in
Personal Oracle7 have much in common with the Oracle7 product.

We chose the Personal Oracle7 RDBMS for several reasons:

l It includes nearly all the tools needed to demonstrate the
topics discussed in this book.

l It is available on virtually every platform in use today and
is one of the most popular RDBMS products worldwide.

l A 90-day trial copy can be downloaded from Oracle
Corporation's World Wide Web server ( http://www.oracle.com).

Figure 1.4 shows SQL*Plus from this suite of tools.

Figure 1.4.Oracle's SQL*Plus.

TIP: Keep in mind that nearly all the SQL code given in this
book is portable to other database management systems. In cases
where syntax differs greatly among different vendors' products,
examples are given to illustrate these differences.

Microsoft Query

Microsoft Query (see Figure 1.5) is a useful query tool that
comes packaged with Microsoft's Windows development tools, Visual
C++, and Visual Basic. It uses the ODBC standard to communicate
with underlying databases. Microsoft Query passes SQL statements to
a driver, which processes the statements before passing them to a
database system.

Figure 1.5.Microsoft Query.

Open Database Connectivity (ODBC)ODBC is a functional library
designed to provide a common Application Programming Interface
(API) to underlying database systems. It communicates with the
database


	
through a library driver, just as Windows communicates with a
printer via a printer driver. Depending on the database being used,
a networking driver may be required to connect to a remote
database. The architecture of ODBC is illustrated in Figure
1.6.

Figure 1.6.ODBC structure.

The unique feature of ODBC (as compared to the Oracle or Sybase
libraries) is that none of its functions are database-vendor
specific. For instance, you can use the same code to perform
queries against a Microsoft Access table or an Informix database
with little or no modification. Once again, it should be noted that
most vendors add some proprietary extensions to the SQL standard,
such as Microsoft's and Sybase's Transact-SQL and Oracle's
PL/SQL.

You should always consult the documentation before beginning to
work with a new data source. ODBC has developed into a standard
adopted into many products, including Visual Basic, Visual C++,
FoxPro, Borland Delphi, and PowerBuilder. As always, application
developers need to weigh the benefit of using the emerging ODBC
standard, which enables you to design code without regard for a
specific database, versus the speed gained by using a database
specific function library. In other words, using ODBC will be more
portable but slower than using the Oracle7 or Sybase libraries.

SQL in Application ProgrammingSQL was originally made an ANSI
standard in 1986. The ANSI 1989 standard (often called SQL-89)
defines three types of interfacing to SQL within an application
program:

l Module Language-- Uses procedures within programs. These
procedures can be called by the application program and can return
values to the program via parameter passing.

l Embedded SQL--Uses SQL statements embedded with actual program
code. This method often requires the use of a precompiler to
process the SQL statements. The standard defines statements for
Pascal, FORTRAN, COBOL, and PL/1.

l Direct Invocation--Left up to the implementor.

Before the concept of dynamic SQL evolved, embedded SQL was the
most popular way to use SQL within a program. Embedded SQL, which
is still used, uses static SQL--meaning that the SQL statement is
compiled into the application and cannot be changed at runtime. The
principle is much the same as a compiler versus an interpreter. The
performance for this type of SQL is good; however, it is not
flexible--and cannot always meet the needs of today's changing
business environments. Dynamic SQL is discussed shortly.


	
The ANSI 1992 standard (SQL-92) extended the language and became
an international standard. It defines three levels of SQL
compliance: entry, intermediate, and full. The new features
introduced include the following:

l Connections to databases

l Scrollable cursors

l Dynamic SQL

l Outer joins

This book covers not only all these extensions but also some
proprietary extensions used by RDBMS vendors. Dynamic SQL allows
you to prepare the SQL statement at runtime. Although the
performance for this type of SQL is not as good as that of embedded
SQL, it provides the application developer (and user) with a great
degree of flexibility. A call-level interface, such as ODBC or
Sybase's DB-Library, is an example of dynamic SQL.

Call-level interfaces should not be a new concept to application
programmers. When using ODBC, for instance, you simply fill a
variable with your SQL statement and call the function to send the
SQL statement to the database. Errors or results can be returned to
the program through the use of other function calls designed for
those purposes. Results are returned through a process known as the
binding of variables.

SummaryDay 1 covers some of the history and structure behind
SQL. Because SQL and relational databases are so closely linked,
Day 1 also covers (albeit briefly) the history and function of
relational databases. Tomorrow is devoted to the most important
component of SQL: the query.

Q&AQ Why should I be concerned about SQL?

A Until recently, if you weren't working on a large database
system, you probably had only a passing knowledge of SQL. With the
advent of client/server development tools (such as Visual Basic,
Visual C++, ODBC, Borland's Delphi, and Powersoft's PowerBuilder)
and the movement of several large databases (Oracle and Sybase) to
the PC platform, most business applications being developed today
require a working knowledge of SQL.

Q Why do I need to know anything about relational database
theory to use


	
SQL?

A SQL was developed to service relational databases. Without a
minimal understanding of relational database theory, you will not
be able to use SQL effectively except in the most trivial
cases.

Q All the new GUI tools enable me to click a button to write
SQL. Why should I spend time learning to write SQL manually?

A GUI tools have their place, and manually writing SQL has its
place. Manually written SQL is generally more efficient than
GUI-written SQL. Also, a GUI SQL statement is not as easy to read
as a manually written SQL statement. Finally, knowing what is going
on behind the scenes when you use GUI tools will help you get the
most out of them.

Q So, if SQL is standardized, should I be able to program with
SQL on any databases?

A No, you will be able to program with SQL only on RDBMS
databases that support SQL, such as MS-Access, Oracle, Sybase, and
Informix. Although each vendor's implementation will differ
slightly from the others, you should be able to use SQL with very
few adjustments.

WorkshopThe Workshop provides quiz questions to help solidify
your understanding of the material covered, as well as exercises to
provide you with experience in using what you have learned. Try to
answer the quiz and exercise questions before checking the answers
in Appendix F, "Answers to Quizzes and Exercises."

Quiz

1. What makes SQL a nonprocedural language?

2. How can you tell whether a database is truly relational?

3. What can you do with SQL?

4. Name the process that separates data into distinct, unique
sets.

Exercise

Determine whether the database you use at work or at home is
truly relational.
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Teach Yourself SQL in 21 Days, Second Edition

- Day 2 -Introduction to the Query: The SELECT

StatementObjectivesWelcome to Day 2! By the end of the day you
will be able to do the following:

l Write an SQL query

l Select and list all rows and columns from a table

l Select and list selected columns from a table

l Select and list columns from multiple tables

BackgroundTo fully use the power of a relational database as
described briefly on Day 1, "Introduction to SQL," you need to
communicate with it. The ultimate communication would be to turn to
your computer and say, in a clear, distinct voice, "Show me all the
left-handed, brown-eyed bean counters who have worked for this
company for at least 10 years." A few of you may already be doing
so (talking to your computer, not listing bean counters). Everyone
else needs a more conventional way of retrieving information from
the database. You can make this vital link through SQL's middle
name, "Query."


	
As mentioned on Day 1, the name Query is really a misnomer in
this context. An SQL query is not necessarily a question to the
database. It can be a command to do one of the following:

l Build or delete a table

l Insert, modify, or delete rows or fields

l Search several tables for specific information and return the
results in a specific order

l Modify security information

A query can also be a simple question to the database. To use
this powerful tool, you need to learn how to write an SQL
query.

General Rules of SyntaxAs you will find, syntax in SQL is quite
flexible, although there are rules to follow as in any programming
language. A simple query illustrates the basic syntax of an SQL
select statement. Pay close attention to the case, spacing, and
logical separation of the components of each query by SQL
keywords.

SELECT NAME, STARTTERM, ENDTERMFROM PRESIDENTSWHERE NAME =
'LINCOLN';

In this example everything is capitalized, but it doesn't have
to be. The preceding query would work just as well if it were
written like this:

select name, startterm, endtermfrom presidentswhere name =
'LINCOLN';

Notice that LINCOLN appears in capital letters in both examples.
Although actual SQL statements are not case sensitive, references
to data in a database are. For instance, many companies store their
data in uppercase. In the preceding example, assume that the column
name stores its contents in uppercase. Therefore, a query searching
for 'Lincoln' in the name column would not find any data to return.
Check your implementation and/or company policies for any case
requirements.

NOTE: Commands in SQL are not case sensitive.


	
Take another look at the sample query. Is there something
magical in the spacing? Again the answer is no. The following code
would work as well:

select name, startterm, endterm from presidents where name =
'LINCOLN';

However, some regard for spacing and capitalization makes your
statements much easier to read. It also makes your statements much
easier to maintain when they become a part of your project.

Another important feature of ; (semicolon)semicolon (;)the
sample query is the semicolon at the end of the expression. This
punctuation mark tells the command-line SQL program that your query
is complete.

If the magic isn't in the capitalization or the format, then
just which elements are important? The answer is keywords, or the
words in SQL that are reserved as a part of syntax. (Depending on
the SQL statement, a keyword can be either a mandatory element of
the statement or optional.) The keywords in the current example
are

l SELECT

l FROM

l WHERE

Check the table of contents to see some of the SQL keywords you
will learn and on what days.

The Building Blocks of Data Retrieval: SELECT and FROMAs your
experience with SQL grows, you will notice that you are typing the
words SELECT and FROM more than any other words in the SQL
vocabulary. They aren't as glamorous as CREATE or as ruthless as
DROP, but they are indispensable to any conversation you hope to
have with the computer concerning data retrieval. And isn't data
retrieval the reason that you entered mountains of information into
your very expensive database in the first place?

This discussion starts with SELECT because most of your
statements will also start with SELECT:

SYNTAX:


	
SELECT

The commands, see also statementsbasic SELECT statement couldn't
be simpler. However, SELECT does not work alone. If you typed just
SELECT into your system, you might get the following response:

INPUT:

SQL> SELECT;

OUTPUT:

SELECT *

ERROR at line 1:ORA-00936: missing expression

The asterisk under the offending line indicates where Oracle7
thinks the offense occurred. The error message tells you that
something is missing. That something is the FROM clause:

SYNTAX:

FROM

Together, the statements SELECT and FROM begin to unlock the
power behind your database.

NOTE: keywordsclausesAt this point you may be wondering what the
difference is between a keyword, a statement, and a clause. SQL
keywords refer to individual SQL elements, such as SELECT and FROM.
A clause is a part of an SQL statement; for example, SELECT
column1, column2, ... is a clause. SQL clauses combine to form a
complete SQL statement. For example, you can combine a SELECT
clause and a FROM clause to write an SQL statement.

NOTE: Each implementation of SQL has a unique way of indicating
errors. Microsoft Query, for example, says it can't show the query,
leaving you to find the problem. Borland's Interbase pops up a
dialog box with the error. Personal Oracle7, the engine used in the
preceding example, gives you an error number (so you can look up
the detailed explanation in your manuals) and a short explanation
of the problem.


	
ExamplesBefore going any further, look at the sample database
that is the basis for the following examples. This database
illustrates the basic functions of SELECT and FROM. In the real
world you would use the techniques described on Day 8,
"Manipulating Data," to build this database, but for the purpose of
describing how to use SELECT and FROM, assume it already exists.
This example uses the CHECKS table to retrieve information about
checks that an individual has written.

The CHECKS table:

CHECK# PAYEE AMOUNT REMARKS--------- -------------------- ------
---------------------

1 Ma Bell 150 Have sons next time 2 Reading R.R. 245.34 Train to
Chicago 3 Ma Bell 200.32 Cellular Phone 4 Local Utilities 98 Gas 5
Joes Stale $ Dent 150 Groceries 6 Cash 25 Wild Night Out 7 Joans
Gas 25.1 Gas

Your First QueryINPUT:

SQL> select * from checks;

OUTPUT:

queriesCHECK# PAYEE AMOUNT REMARKS ------ --------------------
------- ---------------------

1 Ma Bell 150 Have sons next time 2 Reading R.R. 245.34 Train to
Chicago 3 Ma Bell 200.32 Cellular Phone 4 Local Utilities 98 Gas 5
Joes Stale $ Dent 150 Groceries 6 Cash 25 Wild Night Out 7 Joans
Gas 25.1 Gas

7 rows selected.

ANALYSIS:

This output looks just like the code in the example. Notice that
columns 1 and 3 in the output statement are right-justified and
that columns 2 and 4 are left-justified. This


	
format follows the alignment convention in which numeric data
types are right-justified and character data types are
left-justified. Data types are discussed on Day 9, "Creating and
Maintaining Tables."

The asterisk (*) in select * tells the database to return all
the columns associated with the given table described in the FROM
clause. The database determines the order in which to return the
columns.

Terminating an SQL Statement

In some implementations of SQL, the semicolon at the end of the
statement tells the interpreter that you are finished writing the
query. For example, Oracle's SQL*PLUS won't execute the query until
it finds a semicolon (or a slash). On the other hand, some
implementations of SQL do not use the semicolon as a terminator.
For example, Microsoft Query and Borland's ISQL don't require a
terminator, because your query is typed in an edit box and executed
when you push a button.

Changing the Order of the Columns

The preceding example of an SQL statement used the * to select
all columns from a table, the order of their appearance in the
output being determined by the database. To specify the order of
the columns, you could type something like:

INPUT:

SQL> SELECT payee, remarks, amount, check# from checks;

Notice that each column name is listed in the SELECT clause. The
order in which the columns are listed is the order in which they
will appear in the output. Notice both the commas that separate the
column names and the space between the final column name and the
subsequent clause (in this case FROM). The output would look like
this:

OUTPUT:

PAYEE REMARKS AMOUNT CHECK#--------------------
------------------ --------- ---------

Ma Bell Have sons next time 150 1Reading R.R. Train to Chicago
245.34 2Ma Bell Cellular Phone 200.32 3Local Utilities Gas 98 4Joes
Stale $ Dent Groceries 150 5Cash Wild Night Out 25 6Joans Gas Gas
25.1 7

7 rows selected.


	
Another way to write the same statement follows.

INPUT:

SELECT payee, remarks, amount, check#FROM checks;

Notice that the FROM clause has been carried over to the second
line. This convention is a matter of personal taste when writing
SQL code. The output would look like this:

OUTPUT:

PAYEE REMARKS AMOUNT CHECK#--------------------
-------------------- --------- --------

Ma Bell Have sons next time 150 1Reading R.R. Train to Chicago
245.34 2Ma Bell Cellular Phone 200.32 3Local Utilities Gas 98 4Joes
Stale $ Dent Groceries 150 5Cash Wild Night Out 25 6Joans Gas Gas
25.1 7

7 rows selected.

ANALYSIS:

The output is identical because only the format of the statement
changed. Now that you have established control over the order of
the columns, you will be able to specify which columns you want to
see.

Selecting Individual Columns

Suppose you do not want to see every column in the database. You
used SELECT * to find out what information was available, and now
you want to concentrate on the check number and the amount. You
type

INPUT:

SQL> SELECT CHECK#, amount from checks;

which returns

OUTPUT:

CHECK# AMOUNT--------- ---------

1 150


	
2 245.34 3 200.32 4 98 5 150 6 25 7 25.1

7 rows selected.

ANALYSIS:

Now you have the columns you want to see. Notice the use of
upper- and lowercase in the query. It did not affect the
result.

What if you need information from a different table?

Selecting Different Tables

Suppose you had a table called DEPOSITS with this structure:

DEPOSIT# WHOPAID AMOUNT REMARKS-------- ----------------------
------ -------------------

1 Rich Uncle 200 Take off Xmas list 2 Employer 1000 15 June
Payday 3 Credit Union 500 Loan

You would simply change the FROM clause to the desired table and
type the following statement:

INPUT:

SQL> select * from deposits

The result is

OUTPUT:

DEPOSIT# WHOPAID AMOUNT REMARKS-------- ----------------------
------ -------------------

1 Rich Uncle 200 Take off Xmas list 2 Employer 1000 15 June
Payday 3 Credit Union 500 Loan

ANALYSIS:

With a single change you have a new data source.


	
Queries with DistinctionIf you look at the original table,
CHECKS, you see that some of the data repeats. For example, if you
looked at the AMOUNT column using

INPUT:

SQL> select amount from checks;

you would see

OUTPUT:

AMOUNT---------

150 245.34 200.32 98 150 25 25.1

Notice that the amount 150 is repeated. What if you wanted to
see how may different amounts were in this column? Try this:

INPUT:

SQL> select DISTINCT amount from checks;

The result would be

OUTPUT:

AMOUNT---------

25 25.1 98 150 200.32 245.34

6 rows selected.

ANALYSIS:


	
Notice that only six rows are selected. Because you specified
DISTINCT, only one instance of the duplicated data is shown, which
means that one less row is returned. ALL is a keyword that is
implied in the basic SELECT statement. You almost never see ALL
because SELECT and SELECT ALL have the same result.

Try this example--for the first (and only!) time in your SQL
career:

INPUT:

SQL> SELECT ALL AMOUNT 2 FROM CHECKS;

OUTPUT:

AMOUNT---------

150 245.34 200.32 98 150 25 25.1

7 rows selected.

It is the same as a SELECT . Who needs the extra keystrokes?

SummaryThe keywords SELECT and FROM enable the query to retrieve
data. You can make a broad statement and include all tables with a
SELECT * statement, or you can rearrange or retrieve specific
tables. The keyword DISTINCT limits the output so that you do not
see duplicate values in a column. Tomorrow you learn how to make
your queries even more selective.

Q&AQ Where did this data come from and how do I connect to
it?

A The data was created using the methods described on Day 8. The
database connection depends on how you are using SQL. The method
shown is the traditional command-line method used on
commercial-quality databases. These databases have traditionally
been the domain of the mainframe or the workstation, but recently
they have migrated to the PC.


	
Q OK, but if I don't use one of these databases, how will I use
SQL?

A You can also use SQL from within a programming language.
Embedded SQLEmbedded SQL is normally a language extension, most
commonly seen in COBOL, in which SQL is written inside of and
compiled with the program. Microsoft has created an entire
Application Programming Interface (API) that enables programmers to
use SQL from inside Visual Basic, C, or C++. Libraries available
from Sybase and Oracle also enable you to put SQL in your programs.
Borland has encapsulated SQL into database objects in Delphi. The
concepts in this book apply in all these languages.

WorkshopThe Workshop provides quiz questions to help solidify
your understanding of the material covered, as well as exercises to
provide you with experience in using what you have learned. Try to
answer the quiz and exercise questions before checking the answers
in Appendix F, "Answers to Quizzes and Exercises," and make sure
you understand the answers before starting tomorrow's work.

Quiz

1. Do the following statements return the same or different
output:

SELECT * FROM CHECKS;select * from checks;?

2. The following queries do not work. Why not?

a. Select *

b. Select * from checks

c. Select amount name payee FROM checks;

3. Which of the following SQL statements will work?

a. select *

from checks;

b. select * from checks;

c. select * from checks


	
/

Exercises

1. Using the CHECKS table from earlier today, write a query to
return just the check numbers and the remarks.

2. Rewrite the query from exercise 1 so that the remarks will
appear as the first column in your query results.

3. Using the CHECKS table, write a query to return all the
unique remarks.

Copyright, Macmillan Computer Publishing. All rights
reserved.


	
Teach Yourself SQL in 21 Days, Second Edition

- Day 3 -Expressions, Conditions, and Operators

ObjectivesOn Day 2, "Introduction to the Query: The SELECT
Statement," you used SELECT and FROM to manipulate data in
interesting (and useful) ways. Today you learn more about SELECT
and FROM and expand the basic query with some new terms to go with
query, table, and row, as well as a new clause and a group of handy
items called operators. When the sun sets on Day 3, you will

l Know what an expression is and how to use it

l Know what a condition is and how to use it

l Be familiar with the basic uses of the WHERE clause

l Be able to use arithmetic, comparison, character, logical, and
set operators

l Have a working knowledge of some miscellaneous operators

NOTE: We used Oracle's Personal Oracle7 to generate today's
examples. Other implementations of SQL may differ slightly in the
way in which commands are entered or output is displayed, but the
results are basically the same for all implementations that conform
to the ANSI standard.


	
ExpressionsThe definition of an expression is simple: An
expression returns a value. Expression types are very broad,
covering different data types such as String, Numeric, and Boolean.
In fact, pretty much anything following a clause (SELECT or FROM,
for example) is an expression. In the following example amount is
an expression that returns the value contained in the amount
column.

SELECT amount FROM checks;

In the following statement NAME, ADDRESS, PHONE and ADDRESSBOOK
are expressions:

SELECT NAME, ADDRESS, PHONEFROM ADDRESSBOOK;

Now, examine the following expression:

WHERE NAME = 'BROWN'

It contains a condition, NAME = 'BROWN', which is an example of
a Boolean expression. NAME = 'BROWN' will be either TRUE or FALSE,
depending on the condition =.

ConditionsIf you ever want to find a particular item or group of
items in your database, you need one or more conditions. Conditions
are contained in the WHERE clause. In the preceding example, the
condition is

NAME = 'BROWN'

To find everyone in your organization who worked more than 100
hours last month, your condition would be

NUMBEROFHOURS > 100

Conditions enable you to make selective queries. In their most
common form, conditions comprise a variable, a constant, and a
comparison operator. In the first example the variable is NAME, the
constant is 'BROWN', and the comparison operator is =. In the
second example the variable is NUMBEROFHOURS, the constant is 100,
and the comparison operator is >. You need to know about two
more elements before you can write conditional queries: the WHERE
clause and operators.


	
The WHERE Clause

The syntax of the WHERE clause is

SYNTAX:

WHERE

SELECT, FROM, and WHERE are the three most frequently used
clauses in SQL. WHERE simply causes your queries to be more
selective. Without the WHERE clause, the most useful thing you
could do with a query is display all records in the selected
table(s). For example:

INPUT:

SQL> SELECT * FROM BIKES;

lists all rows of data in the table BIKES.

OUTPUT:

NAME FRAMESIZE COMPOSITION MILESRIDDEN TYPE--------------
--------- ------------ ----------- -------

TREK 2300 22.5 CARBON FIBER 3500 RACINGBURLEY 22 STEEL 2000
TANDEMGIANT 19 STEEL 1500 COMMUTERFUJI 20 STEEL 500
TOURINGSPECIALIZED 16 STEEL 100 MOUNTAINCANNONDALE 22.5 ALUMINUM
3000 RACING

6 rows selected.

If you wanted a particular bike, you could type

INPUT/OUTPUT:

SQL> SELECT * FROM BIKES WHERE NAME = 'BURLEY';

which would yield only one record:

NAME FRAMESIZE COMPOSITION MILESRIDDEN TYPE--------------
--------- -------------- ----------- -------

BURLEY 22 STEEL 2000 TANDEM

ANALYSIS:


	
This simple example shows how you can place a condition on the
data that you want to retrieve.

OperatorsOperators are the elements you use inside an expression
to articulate how you want specified conditions to retrieve data.
Operators fall into six groups: arithmetic, comparison, character,
logical, set, and miscellaneous.

Arithmetic Operators

The arithmetic operators are plus (+), minus (-), divide (/),
multiply (*), and modulo (%). The first four are selfexplanatory.
Modulo returns the integer remainder of a division. Here are two
examples:

5 % 2 = 16 % 2 = 0

The modulo operator does not work with data types that have
decimals, such as Real or Number.

If you place several of these arithmetic operators in an
expression without any parentheses, the operators are resolved in
this order: multiplication, division, modulo, addition, and
subtraction. For example, the expression

2*6+9/3

equals

12 + 3 = 15

However, the expression

2 * (6 + 9) / 3

equals

2 * 15 / 3 = 10

Watch where you put those parentheses! Sometimes the expression
does exactly what you tell it to do, rather than what you want it
to do.

The following sections examine the arithmetic operators in some
detail and give you a


	
chance to write some queries.

Plus (+)

You can use the plus sign in several ways. Type the following
statement to display the PRICE table:

INPUT:

SQL> SELECT * FROM PRICE;

OUTPUT:

ITEM WHOLESALE-------------- ----------

TOMATOES .34POTATOES .51BANANAS .67TURNIPS .45CHEESE .89APPLES
.23

6 rows selected.

Now type:

INPUT/OUTPUT:

SQL> SELECT ITEM, WHOLESALE, WHOLESALE + 0.15 FROM PRICE;

Here the + adds 15 cents to each price to produce the
following:

ITEM WHOLESALE WHOLESALE+0.15-------------- ---------
--------------

TOMATOES .34 .49POTATOES .51 .66BANANAS .67 .82TURNIPS .45
.60CHEESE .89 1.04APPLES .23 .38

6 rows selected.

ANALYSIS:

What is this last column with the unattractive column heading
WHOLESALE+0.15? It's not in the original table. (Remember, you used
* in the SELECT clause, which causes all


	
the columns to be shown.) SQL allows you to create a virtual or
derived column by combining or modifying existing columns.

Retype the original entry:

INPUT/OUTPUT:

SQL> SELECT * FROM PRICE;

The following table results:

ITEM WHOLESALE-------------- ---------

TOMATOES .34POTATOES .51BANANAS .67TURNIPS .45CHEESE .89APPLES
.23

6 rows selected.

ANALYSIS:

The output confirms that the original data has not been changed
and that the column heading WHOLESALE+0.15 is not a permanent part
of it. In fact, the column heading is so unattractive that you
should do something about it.

Type the following:

INPUT/OUTPUT:

SQL> SELECT ITEM, WHOLESALE, (WHOLESALE + 0.15) RETAIL FROM
PRICE;

Here's the result:

ITEM WHOLESALE RETAIL-------------- --------- ------

TOMATOES .34 .49POTATOES .51 .66BANANAS .67 .82TURNIPS .45
.60CHEESE .89 1.04APPLES .23 .38

6 rows selected.


	
ANALYSIS:

This is wonderful! Not only can you create new columns, but you
can also rename them on the fly. You can rename any of the columns
using the syntax column_name alias (note the space between
column_name and alias).

For example, the query

INPUT/OUTPUT:

SQL> SELECT ITEM PRODUCE, WHOLESALE, WHOLESALE + 0.25 RETAIL
FROM PRICE;

renames the columns as follows:

PRODUCE WHOLESALE RETAIL-------------- --------- ---------

TOMATOES .34 .59POTATOES .51 .76BANANAS .67 .92TURNIPS .45
.70CHEESE .89 1.14APPLES .23 .48

NOTE: Some implementations of SQL use the syntax . The preceding
example would be written as follows:

SQL> SELECT ITEM = PRODUCE, WHOLESALE, WHOLESALE + 0.25 =
RETAIL, FROM PRICE;

Check your implementation for the exact syntax.

You might be wondering what use aliasing is if you are not using
command-line SQL. Fair enough. Have you ever wondered how report
builders work? Someday, when you are asked to write a report
generator, you'll remember this and not spend weeks reinventing
what Dr. Codd and IBM have wrought.

So far, you have seen two uses of the plus sign. The first
instance was the use of the plus sign in the SELECT clause to
perform a calculation on the data and display the calculation. The
second use of the plus sign is in the WHERE clause. Using operators
in the WHERE clause gives you more flexibility when you specify
conditions for retrieving


	
data.

In some implementations of SQL, the plus sign does double duty
as a character operator. You'll see that side of the plus a little
later today.

Minus (-)

Minus also has two uses. First, it can change the sign of a
number. You can use the table HILOW to demonstrate this
function.

INPUT:

SQL> SELECT * FROM HILOW;

OUTPUT:

STATE HIGHTEMP LOWTEMP---------- -------- ---------

CA -50 120FL 20 110LA 15 99ND -70 101NE -60 100

For example, here's a way to manipulate the data:

INPUT/OUTPUT:

SQL> SELECT STATE, -HIGHTEMP LOWS, -LOWTEMP HIGHS FROM
HILOW;

STATE LOWS HIGHS---------- -------- ---------

CA 50 -120FL -20 -110LA -15 -99ND 70 -101NE 60 -100

The second (and obvious) use of the minus sign is to subtract
one column from another. For example:

INPUT/OUTPUT:

SQL> SELECT STATE, 2 HIGHTEMP LOWS, 3 LOWTEMP HIGHS, 4
(LOWTEMP - HIGHTEMP) DIFFERENCE


	
5 FROM HILOW;

STATE LOWS HIGHS DIFFERENCE---------- -------- --------
----------

CA -50 120 170FL 20 110 90LA 15 99 84ND -70 101 171NE -60 100
160

Notice the use of aliases to fix the data that was entered
incorrectly. This remedy is merely a temporary patch, though, and
not a permanent fix. You should see to it that the data is
corrected and entered correctly in the future. On Day 21, "Common
SQL Mistakes/Errors and Resolutions," you'll learn how to correct
bad data.

This query not only fixed (at least visually) the incorrect data
but also created a new column containing the difference between the
highs and lows of each state.

If you accidentally use the minus sign on a character field, you
get something like this:

INPUT/OUTPUT:

SQL> SELECT -STATE FROM HILOW;

ERROR:ORA-01722: invalid numberno rows selected

The exact error message varies with implementation, but the
result is the same.

Divide (/)

The division operator has only the one obvious meaning. Using
the table PRICE, type the following:

INPUT:

SQL> SELECT * FROM PRICE;

OUTPUT:

ITEM WHOLESALE-------------- ---------

TOMATOES .34POTATOES .51BANANAS .67TURNIPS .45CHEESE .89


	
APPLES .23

6 rows selected.

You can show the effects of a two-for-one sale by typing the
next statement:

INPUT/OUTPUT:

SQL> SELECT ITEM, WHOLESALE, (WHOLESALE/2) SALEPRICE 2 FROM
PRICE;

ITEM WHOLESALE SALEPRICE-------------- --------- ---------

TOMATOES .34 .17POTATOES .51 .255BANANAS .67 .335TURNIPS .45
.225CHEESE .89 .445APPLES .23 .115

6 rows selected.

The use of division in the preceding SELECT statement is
straightforward (except that coming up with half pennies can be
tough).

Multiply (*)

The multiplication operator is also straightforward. Again,
using the PRICE table, type the following:

INPUT:

SQL> SELECT * FROM PRICE;

OUTPUT:

ITEM WHOLESALE-------------- ---------

TOMATOES .34POTATOES .51BANANAS .67TURNIPS .45CHEESE .89APPLES
.23

6 rows selected.

This query changes the table to reflect an across-the-board 10
percent discount:


	
INPUT/OUTPUT:

SQL> SELECT ITEM, WHOLESALE, WHOLESALE * 0.9 NEWPRICE FROM
PRICE;

ITEM WHOLESALE NEWPRICE-------------- --------- --------

TOMATOES .34 .306POTATOES .51 .459BANANAS .67 .603TURNIPS .45
.405CHEESE .89 .801APPLES .23 .207

6 rows selected.

These operators enable you to perform powerful calculations in a
SELECT statement.

Modulo (%)

The modulo operator returns the integer remainder of the
division operation. Using the table REMAINS, type the
following:

INPUT:

SQL> SELECT * FROM REMAINS;

OUTPUT:

NUMERATOR DENOMINATOR--------- ------------

10 5 8 3 23 9 40 17 1024 16 85 34

6 rows selected.

You can also create a new column, REMAINDER, to hold the values
of NUMERATOR % DENOMINATOR:

INPUT/OUTPUT:

SQL> SELECT NUMERATOR, DENOMINATOR, NUMERATOR%DENOMINATOR
REMAINDER


	
FROM REMAINS;

NUMERATOR DENOMINATOR REMAINDER--------- -----------
---------

10 5 0 8 3 2 23 9 5 40 17 6 1024 16 0 85 34 17

6 rows selected.

Some implementations of SQL implement modulo as a function
called MOD (see Day 4, "Functions: Molding the Data You Retrieve").
The following statement produces results that are identical to the
results in the preceding statement:

SQL> SELECT NUMERATOR, DENOMINATOR,
MOD(NUMERATOR,DENOMINATOR) REMAINDER FROM REMAINS;

Precedence

This section examines the use of precedence in a SELECT
statement. Using the database PRECEDENCE, type the following:

SQL> SELECT * FROM PRECEDENCE; N1 N2 N3 N4--------- ---------
--------- ---------

1 2 3 4 13 24 35 46 9 3 23 5 63 2 45 3 7 2 1 4

Use the following code segment to test precedence:

INPUT/OUTPUT:

SQL> SELECT 2 N1+N2*N3/N4, 3 (N1+N2)*N3/N4, 4 N1+(N2*N3)/N4 5
FROM PRECEDENCE;

N1+N2*N3/N4 (N1+N2)*N3/N4 N1+(N2*N3)/N4----------- -------------
-------------

2.5 2.25 2.5 31.26087 28.152174 31.26087


	
22.8 55.2 22.8 93 975 93 7.5 2.25 7.5

Notice that the first and last columns are identical. If you
added a fourth column N1+N2* (N3/N4), its values would also be
identical to those of the current first and last columns.

Comparison Operators

True to their name, comparison operators compare expressions and
return one of three values: TRUE, FALSE, or Unknown. Wait a minute!
Unknown? TRUE and FALSE are self-explanatory, but what is
Unknown?

To understand how you could get an Unknown, you need to know a
little about the concept of NULL. In database terms NULL is the
absence of data in a field. It does not mean a column has a zero or
a blank in it. A zero or a blank is a value. NULL means nothing is
in that field. If you make a comparison like Field = 9 and the only
value for Field is NULL, the comparison will come back Unknown.
Because Unknown is an uncomfortable condition, most flavors of SQL
change Unknown to FALSE and provide a special operator, IS NULL, to
test for a NULL condition.

Here's an example of NULL: Suppose an entry in the PRICE table
does not contain a value for WHOLESALE. The results of a query
might look like this:

INPUT:

SQL> SELECT * FROM PRICE;

OUTPUT:

ITEM WHOLESALE-------------- ----------

TOMATOES .34POTATOES .51BANANAS .67TURNIPS .45CHEESE .89APPLES
.23ORANGES

Notice that nothing is printed out in the WHOLESALE field
position for oranges. The value for the field WHOLESALE for oranges
is NULL. The NULL is noticeable in this case because it is in a
numeric column. However, if the NULL appeared in the ITEM column,
it would be impossible to tell the difference between NULL and a
blank.


	
Try to find the NULL:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM PRICE 3 WHERE WHOLESALE IS NULL;

ITEM WHOLESALE-------------- ----------

ORANGES

ANALYSIS:

As you can see by the output, ORANGES is the only item whose
value for WHOLESALE is NULL or does not contain a value. What if
you use the equal sign (=) instead?

INPUT/OUTPUT:

SQL> SELECT * FROM PRICE WHERE WHOLESALE = NULL;

no rows selected

ANALYSIS:

You didn't find anything because the comparison WHOLESALE = NULL
returned a FALSE - the result was unknown. It would be more
appropriate to use an IS NULL instead of =, changing the WHERE
statement to WHERE WHOLESALE IS NULL. In this case you would get
all the rows where a NULL existed.

This example also illustrates both the use of the most common
comparison operator, the equal sign (=), and the playground of all
comparison operators, the WHERE clause. You already know about the
WHERE clause, so here's a brief look at the equal sign.

Equal (=)

Earlier today you saw how some implementations of SQL use the
equal sign in the SELECT clause to assign an alias. In the WHERE
clause, the equal sign is the most commonly used comparison
operator. Used alone, the equal sign is a very convenient way of
selecting one value out of many. Try this:

INPUT:

SQL> SELECT * FROM FRIENDS;


	
OUTPUT:

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UKMERRICK BUD
300 555-6666 CO 80212MAST JD 381 555-6767 LA 23456BULHER FERRIS 345
555-3223 IL 23332

Let's find JD's row. (On a short list this task appears trivial,
but you may have more friends than we do--or you may have a list
with thousands of records.)

INPUT/OUTPUT:

SQL> SELECT * FROM FRIENDS WHERE FIRSTNAME = 'JD';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MAST JD 381 555-6767 LA 23456

We got the result that we expected. Try this:

INPUT/OUTPUT:

SQL> SELECT * FROM FRIENDS WHERE FIRSTNAME = 'AL';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UK

NOTE: Here you see that = can pull in multiple records. Notice
that ZIP is blank on the second record. ZIP is a character field
(you learn how to create and populate tables on Day 8,
"Manipulating Data"), and in this particular record the NULL
demonstrates that a NULL in a character field is impossible to
differentiate from a blank field.

Here's another very important lesson concerning case
sensitivity:

INPUT/OUTPUT:


	
SQL> SELECT * FROM FRIENDS WHERE FIRSTNAME = 'BUD';

FIRSTNAME--------------

BUD1 row selected.

Now try this:

INPUT/OUTPUT:

SQL> select * from friends where firstname = 'Bud';

no rows selected.

ANALYSIS:

Even though SQL syntax is not case sensitive, data is. Most
companies prefer to store data in uppercase to provide data
consistency. You should always store data either in all uppercase
or in all lowercase. Mixing case creates difficulties when you try
to retrieve accurate data.

Greater Than (>) and Greater Than or Equal To (>=)

The greater than operator (>) works like this:

INPUT:

SQL> SELECT * FROM FRIENDS WHERE AREACODE > 300;

OUTPUT:

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MAST JD 381 555-6767 LA 23456BULHER FERRIS 345 555-3223 IL
23332

ANALYSIS:

This example found all the area codes greater than (but not
including) 300. To include 300, type this:

INPUT/OUTPUT:


	
SQL> SELECT * 2 FROM FRIENDS 3 WHERE AREACODE >= 300;

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MERRICK BUD 300 555-6666 CO 80212MAST JD 381 555-6767 LA
23456BULHER FERRIS 345 555-3223 IL 23332

ANALYSIS:

With this change you get area codes starting at 300 and going
up. You could achieve the same results with the statement AREACODE
> 299.

NOTE: Notice that no quotes surround 300 in this SQL statement.
Number-defined fieldsnumber-defined fields do not require
quotes.

Less Than (= work, only in reverse:

INPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE STATE < 'LA';

OUTPUT:

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- ------

BUNDY AL 100 555-1111 IL 22333MERRICK BUD 300 555-6666 CO
80212BULHER FERRIS 345 555-3223 IL 23332

NOTE: How did STATE get changed to ST? Because the column has
only two characters, the column name is shortened to two characters
in the returned rows. If the column name had been COWS, it would
come out CO. The widths of AREACODE and PHONE are wider than their
column names, so they are not truncated.

ANALYSIS:


	
Wait a minute. Did you just use < on a character field? Of
course you did. You can use any of these operators on any data
type. The result varies by data type. For example, use lowercase in
the following state search:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE STATE < 'la';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UKMERRICK BUD
300 555-6666 CO 80212MAST JD 381 555-6767 LA 23456BULHER FERRIS 345
555-3223 IL 23332

ANALYSIS:

Uppercase is usually sorted before lowercase; therefore, the
uppercase codes returned are less than 'la'. Again, to be safe,
check your implementation.

TIP: To be sure of how these operators will behave, check your
language tables. Most PC implementations use the ASCII tables. Some
other platforms use EBCDIC.

To include the state of Louisiana in the original search,
type

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE STATE or !=)

When you need to find everything except for certain data, use
the inequality symbol,


	
which can be either < > or !=, depending on your SQL
implementation. For example, to find everyone who is not AL, type
this:

INPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE FIRSTNAME 'AL';

OUTPUT:

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MERRICK BUD 300 555-6666 CO 80212MAST JD 381 555-6767 LA
23456BULHER FERRIS 345 555-3223 IL 23332

To find everyone not living in California, type this:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE STATE != 'CA';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UKMERRICK BUD
300 555-6666 CO 80212MAST JD 381 555-6767 LA 23456BULHER FERRIS 345
555-3223 IL 23332

NOTE: Notice that both symbols, and !=, can express "not
equals."

Character Operators

You can use character operators to manipulate the way character
strings are represented, both in the output of data and in the
process of placing conditions on data to be retrieved. This section
describes two character operators: the LIKE operator and the ||
operator, which conveys the concept of character concatenation.

I Want to Be Like LIKE

What if you wanted to select parts of a database that fit a
pattern but weren't quite


	
exact matches? You could use the equal sign and run through all
the possible cases, but that process would be boring and
time-consuming. Instead, you could use LIKE. Consider the
following:

INPUT:

SQL> SELECT * FROM PARTS;

OUTPUT:

NAME LOCATION PARTNUMBER-------------- --------------
----------

APPENDIX MID-STOMACH 1ADAMS APPLE THROAT 2HEART CHEST 3SPINE
BACK 4ANVIL EAR 5KIDNEY MID-BACK 6

How can you find all the parts located in the back? A quick
visual inspection of this simple table shows that it has two parts,
but unfortunately the locations have slightly different names. Try
this:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM PARTS 3 WHERE LOCATION LIKE
'%BACK%';

NAME LOCATION PARTNUMBER-------------- --------------
----------

SPINE BACK 4KIDNEY MID-BACK 6

ANALYSIS:

You can see the use of the percent sign (%) in the statement
after LIKE. When used inside a LIKE expression, % is a wildcard.
What you asked for was any occurrence of BACK in the column
location. If you queried

INPUT:

SQL> SELECT * FROM PARTS WHERE LOCATION LIKE 'BACK%';

you would get any occurrence that started with BACK:


	
OUTPUT:

NAME LOCATION PARTNUMBER-------------- --------------
----------

SPINE BACK 4

If you queried

INPUT:

SQL> SELECT * FROM PARTS WHERE NAME LIKE 'A%';

you would get any name that starts with A:

OUTPUT:

NAME LOCATION PARTNUMBER-------------- --------------
----------

APPENDIX MID-STOMACH 1ADAMS APPLE THROAT 2ANVIL EAR 5

Is LIKE case sensitive? Try the next query to find out.

INPUT/OUTPUT:

SQL> SELECT * FROM PARTS WHERE NAME LIKE 'a%';

no rows selected

ANALYSIS:

The answer is yes. References to data are always case
sensitive.

What if you want to find data that matches all but one character
in a certain pattern? In this case you could use a different type
of wildcard: the underscore.

Underscore (_)

The underscore is the single-character wildcard. Using a
modified version of the table FRIENDS, type this:

INPUT:


	
SQL> SELECT * FROM FRIENDS;

OUTPUT:

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UKMERRICK UD
300 555-6666 CO 80212MAST JD 381 555-6767 LA 23456BULHER FERRIS 345
555-3223 IL 23332PERKINS ALTON 911 555-3116 CA 95633BOSS SIR 204
555-2345 CT 95633

To find all the records where STATE starts with C, type the
following:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE STATE LIKE 'C_';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MERRICK BUD 300 555-6666 CO 80212PERKINS ALTON 911 555-3116 CA
95633BOSS SIR 204 555-2345 CT 95633

You can use several underscores in a statement:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE PHONE
LIKE'555-6_6_';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MERRICK BUD 300 555-6666 CO 80212MAST JD 381 555-6767 LA
23456

The previous statement could also be written as follows:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE PHONE LIKE '555-6%';


	
LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

MERRICK BUD 300 555-6666 CO 80212MAST JD 381 555-6767 LA
23456

Notice that the results are identical. These two wildcards can
be combined. The next example finds all records with L as the
second character:

INPUT/OUTPUT:

SQL> SELECT * 2 FROM FRIENDS 3 WHERE FIRSTNAME LIKE
'_L%';

LASTNAME FIRSTNAME AREACODE PHONE ST ZIP--------------
-------------- --------- -------- -- -----

BUNDY AL 100 555-1111 IL 22333MEZA AL 200 555-2222 UKPERKINS
ALTON 911 555-3116 CA 95633

Concatenation (||)

The || (double pipe) symbol concatenates two strings. Try
this:INPUT:

SQL> SELECT FIRSTNAME || LASTNAME ENTIRENAME 2 FROM
FRIENDS;

OUTPUT:

ENTIRENAME----------------------

AL BUNDYAL MEZABUD MERRICKJD MASTFERRIS BULHERALTON PERKINSSIR
BOSS

7 rows selected.

ANALYSIS:

Notice that || is used instead of +. If you use + to try to
concatenate the strings, the SQL interpreter used for this example
(Personal Oracle7) returns the following error:


	
INPUT/OUTPUT:

SQL> SELECT FIRSTNAME + LASTNAME ENTIRENAME FROM FRIENDS;

ERROR:ORA-01722: invalid number

It is looking for two numbers to add and throws the error
invalid number when it doesn't find any.

NOTE: Some implementations of SQL use the plus sign to
concatenate strings. Check your implementation.

Here's a more practical example using concatenation:

INPUT/OUTPUT:

SQL> SELECT LASTNAME || ',' || FIRSTNAME NAME FROM
FRIENDS;

NAME------------------------------------------------------

BUNDY , ALMEZA , ALMERRICK , BUDMAST , JDBULHER , FERRISPERKINS
, ALTONBOSS , SIR

7 rows selected.

ANALYSIS:

This statement inserted a comma between the last name and the
first name.

NOTE: Notice the extra spaces between the first name and the
last name in these examples. These spaces are actually part of the
data. With certain data types, spaces are right-padded to values
less than the total length allocated for a field. See your
implementation. Data types will be discussed on Day 9, "Creating
and Maintaining Tables."

So far you have performed the comparisons one at a time. That
method is fine for some


	
problems, but what if you need to find all the people at work
with last names starting with P who have less than three days of
vacation time?

Logical Operators

logical operatorsLogical operators separate two or more
conditions in the WHERE clause of an SQL statement.

Vacation time is always a hot topic around the workplace. Say
you designed a table called VACATION for the accounting
department:

INPUT:

SQL> SELECT * FROM VACATION;

OUTPUT:

LASTNAME EMPLOYEENUM YEARS LEAVETAKEN-------------- -----------
--------- ----------

ABLE 101 2 4BAKER 104 5 23BLEDSOE 107 8 45BOLIVAR 233 4 80BOLD
210 15
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